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Abstract—We present Rogue In-flight Data Load
(RIDL)1, a new class of unprivileged speculative execu-
tion attacks to leak arbitrary data across address spaces
and privilege boundaries (e.g., process, kernel, SGX,
and even CPU-internal operations). Our reverse engi-
neering efforts show such vulnerabilities originate from
a variety of micro-optimizations pervasive in commod-
ity (Intel) processors, which cause the CPU to spec-
ulatively serve loads using extraneous CPU-internal
in-flight data (e.g., in the line fill buffers). Contrary
to other state-of-the-art speculative execution attacks,
such as Spectre, Meltdown and Foreshadow, RIDL can
leak this arbitrary in-flight data with no assumptions
on the state of the caches or translation data structures
controlled by privileged software.

The implications are worrisome. First, RIDL attacks
can be implemented even from linear execution with
no invalid page faults, eliminating the need for excep-
tion suppression mechanisms and enabling system-wide
attacks from arbitrary unprivileged code (including
JavaScript in the browser). To exemplify such attacks,
we build a number of practical exploits that leak
sensitive information from victim processes, virtual
machines, kernel, SGX and CPU-internal components.
Second, and perhaps more importantly, RIDL bypasses
all existing “spot” mitigations in software (e.g., KPTI,
PTE inversion) and hardware (e.g., speculative store
bypass disable) and cannot easily be mitigated even
by more heavyweight defenses (e.g., L1D flushing or
disabling SMT). RIDL questions the sustainability of a
per-variant, spot mitigation strategy and suggests more
fundamental mitigations are needed to contain ever-
emerging speculative execution attacks.

I. Introduction
Since the original Meltdown and Spectre disclosure, the

family of memory disclosure attacks abusing speculative
execution 2 has grown steadily [1], [2], [3], [4], [5]. While
these attacks can leak sensitive information across secu-
rity boundaries, they are all subject to strict addressing
restrictions. In particular, Spectre variants [2], [4], [5] allow
attacker-controlled code to only leak within the loaded
virtual address space. Meltdown [1] and Foreshadow [3]
require the target physical address to at least appear in

‡Work started during internship at Microsoft Research.
1Or “Microarchitectural Data Sampling” (MDS), as Intel calls the

RIDL class of vulnerabilities.
2Unless otherwise noted, we loosely refer to both speculative and

out-of-order execution as speculative execution in this paper.

the loaded address translation data structures. Such re-
strictions have exposed convenient anchor points to deploy
practical “spot” mitigations against existing attacks [6],
[7], [8], [9]. This shaped the common perception that—
until in-silicon mitigations are available on the next gener-
ation of hardware—per-variant, software-only mitigations
are a relatively pain-free strategy to contain ever-emerging
memory disclosure attacks based on speculative execution.

In this paper, we challenge the common perception by
introducing Rogue In-flight Data Load (RIDL)1, a new
class of speculative execution attacks that lifts all such ad-
dressing restrictions entirely. While existing attacks target
information at specific addresses, RIDL operates akin to a
passive sniffer that eavesdrops on in-flight data (e.g., data
in the line fill buffers3) flowing through CPU components.
RIDL is powerful: it can leak information across address
space and privilege boundaries by solely abusing micro-
optimizations implemented in commodity Intel processors.
Unlike existing attacks, RIDL is non-trivial to stop with
practical mitigations in software.

The vulnerability of existing vulnerabilities. To il-
lustrate how existing speculative execution vulnerabilities
are subject to addressing restrictions and how this provides
defenders convenient anchor points for “spot” software
mitigations, we consider their most prominent examples.

Spectre [2] allows attackers to manipulate the state
of the branch prediction unit and abuse the mispredicted
branch to leak arbitrary data within the accessible address
space via a side channel (e.g., cache). This primitive by
itself is useful in sandbox (e.g., JavaScript) escape scenar-
ios, but needs to resort to confused-deputy attacks [10]
to implement cross-address space (e.g., kernel) memory
disclosure. In such attacks, the attacker needs to lure
the victim component into speculatively executing specific
“gadgets”, disclosing data from the victim address space
back to the attacker. This requirement opened the door
to a number of practical software mitigations, ranging
from halting speculation when accessing untrusted point-
ers or indices [7] to not speculating across vulnerable
branches [6].

Meltdown [1] somewhat loosens the restrictions of the
addresses reachable from attacker-controlled code. Rather

3We primarily focus on fill buffers in the paper. See Appendix A for
information about other sources, such as load ports and store buffers.



than restricting the code to valid addresses, an unpriv-
ileged attacker can also access privileged address space
mappings that are normally made inaccessible by the
supervisor bit in the translation data structures. The
reason is that, while any access to a privileged address
will eventually trigger an error condition (i.e., invalid
page fault), before properly handling it, the CPU already
exposes the privileged data to out-of-order execution, al-
lowing disclosure. This enables cross-address space (user-
to-kernel) attacks, but only in a traditional user/kernel
unified address space design. This requirement opened the
door to practical software mitigations such as KPTI [9],
where the operating system (OS) isolates the kernel in its
own address space rather than relying on the supervisor
bit for isolation.

Foreshadow [3] further loosens the addressing restric-
tions. Rather than restricting attacker-controlled code to
valid and privileged addresses, the attacker can also access
physical addresses mapped by invalid (e.g., non-present)
translation data structure entries. Similar to Meltdown,
the target physical address is accessed via the cache,
data is then passed to out-of-order execution, and subse-
quently leaked before the corresponding invalid page fault
is detected. Unlike Meltdown, given the milder addressing
restrictions, Foreshadow enables arbitrary cross-address
space attacks. But this is only possible when the attacker
can surgically control the physical address of some invalid
translation structure entry. This requirement opened the
door to practical software mitigations such as PTE inver-
sion [8], where the OS simply masks the physical address
of any invalidated translation structure entry.

A new RIDL. With RIDL, we show our faith in practi-
cal, “spot” mitigations being able to address known and
future speculative execution attacks was misplaced. As
we shall see, RIDL can leak in-flight data of a victim
process even if that process is not speculating (e.g., due to
Spectre mitigations) and it does not require control over
address translation data structures at all. These properties
remove all the assumptions that spot mitigations rely on.
Translation data structures, specifically, enforce basic secu-
rity mechanisms such as isolation, access permissions and
privileges. Relaxing the requirement on translation data
structures allows RIDL to mount powerful cross-address
space speculative execution attacks directly from error-free
and branchless unprivileged execution for the first time.
In particular, by snooping on in-flight data in the CPU,
attackers running arbitrary unprivileged code (including
JavaScript in the browser) may leak information across
arbitrary security boundaries. In essence, RIDL puts a
glass to the wall that separates security domains, allowing
attackers to listen to the babbling of CPU components.

To investigate the root cause of the RIDL class of
vulnerabilities, we report on our reverse engineering efforts
on several recent Intel microarchitectures. We show RIDL
stems from micro-optimizations that cause the CPU to
serve speculative loads with extraneous CPU-internal in-
flight data. In the paper, we focus our analysis on instances
serving arbitrary, address-agnostic data from the Line
Fill Buffers (LFBs), which we found to be exploitable
in the practical cases of interest. We also report on the

challenges to exploit RIDL in practice, targeting specific
in-flight data to leak in particular. Moreover, we present
a number of practical exploits that leak data across many
common security boundaries (JavaScript sandbox, process,
kernel, VM, SGX, etc.). We show exploitation is possible
in both cross-thread and same-thread (no SMT) scenarios.
This applies to all the existing Intel systems with the
latest (microcode) updates and all the defenses up. In
particular, RIDL bypasses all the practical mitigations
against existing attacks and even the more heavyweight,
default-off mitigations such as periodic L1 flushing. The
lesson learned is that mitigating RIDL-like attacks with
practical software mitigations is non-trivial and we need
more fundamental mitigations to end the speculative exe-
cution attacks era.

Contributions. We make the following contributions:

• We present RIDL, a new class of speculative exe-
cution vulnerabilities pervasive in commodity Intel
CPUs. RIDL enables unprivileged attackers to craft
address-agnostic memory disclosure primitives across
arbitrary security boundaries for the first time and
has been rewarded by the Intel Bug Bounty Program.

• We investigate the root cause of our primary RIDL
variant abusing Line Fill Buffers (LFBs), presenting
the first reverse engineering effort to analyze LFB
behavior and related micro-optimizations.

• We present a number of real-world exploits that
demonstrate an unprivileged RIDL-enabled attacker
can leak data across arbitrary security boundaries,
including process, kernel, VM and SGX, even with
all mitigations against existing attacks enabled. For
example, we can leak the contents of the /etc/shadow
in another VM using a RIDL attack. More information
and demos of our RIDL exploits can be found at
https://mdsattacks.com.

• We place RIDL in the context of state-of-the-art at-
tacks and mitigation efforts. Our analysis shows that,
unlike existing attacks, RIDL is ill-suited to practical
mitigations in software and more fundamental miti-
gations are necessary moving forward.

II. Background

Figure 1 shows an overview of the Intel Skylake mi-
croarchitecture. It consists of three stages: 1 an in-order
front-end that decodes instructions into µ-ops, 2 an out-
-of-order execution engine, 3 and the memory pipeline.
Since the Intel Skylake microarchitecture is quite com-
plex, we specifically focus on the cache hierarchy, out-of-
order/speculative execution, and in-flight data.

A. Caches

To overcome the growing performance gap between pro-
cessors and memory, the processor contains small memory
buffers, called caches, to store frequently and recently used
data to hide memory latency. Modern processors have
multiple levels of caches with the smallest and fastest
close to the processor, and the largest but slowest being
the furthest away from the processor. The Intel Core
microarchitecture has three levels of CPU caches. At the

https://mdsattacks.com
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Fig. 1: An overview of the Intel Skylake microarchitecture.

first level, there are two caches, L1i and L1d, to store
code and data respectively, while the L2 cache unifies code
and data. Where these caches are private to each core, all
cores share the L3 or last-level cache (LLC). The LLC is
inclusive of the lower-level caches and set-associative, i.e.,
divided into multiple cache sets where part of the physical
address is used to index into the corresponding cache set.

Gullasch et al. [11] use clflush to evict targets to mon-
itor from the cache. By measuring the time to reload them
the attacker determines whether the victim has accessed
them—a class of attacks called Flush + Reload [12].
Another variant is Prime + Probe [13], [14], [15], [16],
in which the attacker builds an eviction set of memory ad-
dresses to fill a specific cache set. By repeatedly measuring
the time it takes to refill the cache set, the attacker can
monitor memory accesses to that cache set.

B. Out-of-Order Execution
To improve the instruction throughput, modern CPUs

implement a superscalar out-of-order execution pipeline
similar to Tomasulo’s algorithm [17], [18]. Out-of-order
execution engines generally consist of three stages: 1 in-
-order register allocation & renaming, 2 out-of-order exe-
cution of instructions or µ-ops, 3 and in-order retirement.

a) Register renaming: Once the decoded µ-ops leave
the front-end, they pass through the register allocation
& renaming unit that renames the registers to eliminate
Write-after-Read (WAR) and Write-after-Write (WAW)
hazards. More specifically, this unit renames source/desti-
nation operands for µ-ops by allocating pointers to freely
available physical registers from the Physical Register File
(PRF) and maintaining the corresponding mappings in the
Register Alias Table (RAT). After renaming the µ-op, the
unit allocates an entry for the µ-op in the Re-Order Buffer
(ROB) to preserve the original programming order and
sends the µ-op to the reservation station.

b) Out-of-order scheduling: To eliminate Read-after-
Write (RAW) hazards, the reservation station stalls each
µ-op with unavailable operands. Once all the operands

are available, the scheduler dispatches the µ-op to the
corresponding execution unit, possibly before scheduling
older µ-ops. After executing the µ-op, the reservation
station stores its result, updates the µ-ops that depend on
it, and marks the corresponding ROB entry as completed.

c) Retirement: The Retirement Unit retires com-
pleted µ-ops in their original program order by committing
the architectural state for memory/branch operations and
freeing up any allocated physical registers. In case of
a mispredicted branch, the Retirement Unit retires the
offending branch instruction, flushes the ROB, resets the
reservation station, and replays the execution stream from
the correct branch. The Retirement Unit also detects faulty
instructions and generates precise exceptions once the
offending µ-op reaches a non-speculative state.

C. Speculative Execution
To predict the target of a branch, modern proces-

sors feature a Branch Prediction Unit (BPU). The BPU
predicts the branch target such that the processor can
execute a stream of instructions speculatively. In case the
predicted path is wrong, the processor reverts the state to
the last known useful state and starts executing from the
correct branch instead. There are several instances where
speculation occurs, such as: conditional branches, indirect
branches and calls, return instructions and transactions.

Recent Intel processors employ a Branch Order Buffer
(BOB) to keep track of all in-flight branches and whether
the branch is in retired or speculative state [19], [20].
The BOB is also used to implement memory transactions
through Transactional Synchronization eXtensions (TSX).
In particular, the xbegin instruction marks the start of a
transaction and adds an entry to the BOB as a checkpoint.
Transactions end once the processor encounters an xend
instruction, an xabort instruction, or a fault. In case of
an xend instruction, the processor commits the transac-
tion, otherwise the processor rolls back the transaction by
reverting back to the original state before the xbegin.

D. In-flight Data
There are many potential sources of in-flight data in

modern CPUs such as the Re-Order Buffer (ROB), execu-
tion ports (e.g., load ports), Load and Store Buffers (LBs
and SBs) [21], [22], [23], [24], Line Fill Buffers (LFBs),
and the Super Queue (SQ) [25], [26]. We focus here on two
prominent examples: store buffers and line fill buffers.

Store Buffers (SBs) are internal buffers used to track
pending stores and in-flight data involved in optimizations
such as store-to-load forwarding [21], [24]. Some modern
processors enforce a strong memory ordering, where load
and store instructions that refer to the same physical
address cannot be executed out-of-order. However, as ad-
dress translation is a slow process, the physical address
might not be available yet, and the processor performs
memory disambiguation to predict whether load and store
instructions refer to the same physical address [27]. This
enables the processor to speculatively execute unambigu-
ous load and store instructions out-of-order. As a micro-
optimization, if the load and store instructions are ambigu-



ous, the processor can speculatively store-to-load forward
the data from the store buffer to the load buffer.

Line Fill Buffers (LFBs) are internal buffers that the
CPU uses to keep track of outstanding memory requests
and perform a number of optimizations such as merging
multiple in-flight stores. Sometimes, data may already be
available in the LFBs and, as a micro-optimization, the
CPU can speculatively load this data (similar optimiza-
tions are also performed on e.g. store buffers). In both
cases, modern CPUs that implement aggressive speculative
execution may speculate without any awareness of the
virtual or physical addresses involved. In this paper, we
specifically focus on LFBs, which we found particularly
amenable to practical, real-world RIDL exploitation.

III. Threat Model

We consider an attacker who wants to abuse speculative
execution vulnerabilities to disclose some confidential in-
formation, such as private keys, passwords, or randomized
pointers. We assume a victim Intel-based system running
the latest microcode and OS version, with all the state-of-
the-art mitigations against speculative execution attacks
enabled. We also assume the victim system is protected
against other classes of (e.g., software) vulnerabilities.
Finally, we assume the attacker can only run unprivileged
code on the victim system (e.g., JavaScript sandbox, user
process, VM, or SGX enclave), but seeks to leak informa-
tion across arbitrary privilege levels and address spaces.

IV. Overview

Figure 2 illustrates the main steps and the underlying
mechanism enabling the RIDL leaks. First, as part of its
normal execution, the victim code, in another security
domain, loads or stores some secret data4. Internally,
the CPU performs the load or store via some internal
buffers—for example, Line Fill Buffers (LFBs). Then,
when the attacker also performs a load, the processor
speculatively uses in-flight data from the LFBs (with no
addressing restrictions) rather than valid data. Finally, by
using the speculatively loaded data as an index into a
Flush + Reload buffer (or any other covert channel),
attackers can extract the secret value.

Victim Process

Attacker Process

Secret

Load/Store Line Fill Buffer Speculative
Load

Secret

Dependent
Load

FLUSH + RELOAD
Buffer

Fig. 2: An overview of a RIDL-class attack.

4Strictly speaking, this is not even a hard requirement, as we can
also leak data from inactive code by forcing cache evictions.

A simple example of our attack is shown in Listing 1.
As shown in the listing, the code is normal, straight-line
code without invalid accesses (or, indeed, error suppres-
sion), which, as we will show, can also be implemented
in managed languages such as JavaScript. Lines 2–3 only
flush the buffer that we will later use in our covert channel
to leak the secret that we speculatively access in Line 6.
Specifically, when executing Line 6, the CPU speculatively
loads a value from memory in the hope it is from our newly
allocated page, while really it is in-flight data from the
LFBs belonging to an arbitrarily different security domain.

1 /* Flush flush & reload buffer entries. */
2 for (k = 0; k < 256; ++k)
3 flush(buffer + k * 1024);
4

5 /* Speculatively load the secret. */
6 char value = *(new_page);
7 /* Calculate the corresponding entry. */
8 char *entry_ptr = buffer + (1024 * value);
9 /* Load that entry into the cache. */

10 *(entry_ptr);
11

12 /* Time the reload of each buffer entry to
13 see which entry is now cached. */
14 for (k = 0; k < 256; ++k) {
15 t0 = cycles();
16 *(buffer + 1024 * k);
17 dt = cycles() - t0;
18

19 if (dt < 100)
20 ++results[k];
21 }

Listing 1: An example of RIDL leaking in-flight data.

When the processor eventually detects the incorrect
speculative load, it will discard any and all modifica-
tions to registers or memory, and restart execution at
Line 6 with the right value. However, since traces of
the speculatively executed load still exist at the micro-
architectural level (in the form of the corresponding cache
line), we can observe the leaked in-flight data using a
simple (Flush + Reload) covert channel—no different
from that of other speculative execution attacks. In fact,
the rest of the code snippet is all about the covert channel.
Lines 8-10 speculatively access one of the entries in the
buffer, using the leaked in-flight data as an index. As
a result, the corresponding cache line will be present.
Lines 12-21 then access all the entries in our buffer to see
if any of them are significantly faster (indicating that the
cache line is present)—the index of which will correspond
to the leaked information. Specifically, we may expect two
accesses to be fast, not just the one corresponding to the
leaked information. After all, when the processor discovers
its mistake and restarts at Line 6 with the right value, the
program will also access the buffer with this index.

Our example above use demand paging for the loaded
address, so the CPU restarts the execution only after
handling the page-in event and bringing in a newly mapped
page. Note that this is not an error condition, but rather
a normal part of the OS’ paging functionality. We found



many other ways to speculatively execute code using in-
flight data. In fact, the accessed address is not at all
important. As an extreme example, rather than accessing a
newly mapped page, Line 6 could even dereference a NULL
pointer and later suppress the error (e.g., using TSX). In
general, any run-time exception seems to be sufficient to
induce RIDL leaks, presumably because the processor can
more aggressively speculate on loads in case of exceptions.
Clearly, one can only “speculate” here, but this behav-
ior seems consistent with existing vulnerabilities [1], [3].
Similarly, we noticed the address accessed by the attacker
should be part of a page-aligned cache line to induce leaks.

While the basic concept behind in-flight data may be
intuitive, successfully implementing an attack turned out
to be challenging. Unlike prior work that builds on well-
documented functionality such as branch prediction, page
tables and caches, the behavior of internal CPU buffers
such as LFBs is largely unknown. Moreover, different
microarchitectures feature different types of buffers with
varying behavior. Furthermore, based on publicly available
documentation, it was not clear whether many of these
buffers even exist. For our attack to succeed, we had to
resort to extensive reverse engineering to gain a better
understanding of these buffers and their interaction with
the processor pipeline. The next section discusses how we
determine exactly which in-flight data buffers are respon-
sible for the leak, how to manipulate the processor state
in such a way that we can perform a speculative load
that uses the in-flight data (so that we can use our covert
channel to obtain the content), and how to ensure the data
we want to leak actually ends up in the buffers.

V. Line fill buffers and how to use them

To perform the attack described in the previous section,
we first need to understand the core building blocks for
the RIDL variant we focused on in this paper: the Line
Fill Buffers (LFBs). Using reverse engineering and experi-
mentation, we verify that our primary variant does indeed
leak from the LFBs and examine their interaction with the
processor pipeline. After that, we discuss how attackers can
control what to leak by synchronizing with the victim.

In Intel processors, the LFB performs multiple roles: it
enables non-blocking caches, buffers non-temporal memory
traffic [28], [29], [30], [31], and performs both load squash-
ing [32], [33], [34] and write combining [35], [36], [37]. To
help the reader understand the remainder of this paper,
we now briefly discuss each of these functions.

Non-blocking cache. Cache misses have a serious im-
pact on performance as they block the data cache until
the data is available. To allow non-blocking reads, the
LFB implements multiple Miss Status Holding Registers
(MSHRs) to track the physical addresses of outstanding
requests until the data is available [38], [39]. For example,
the Haswell microarchitecture maintains 10 L1 MSHRs
in its LFB to service outstanding L1 cache misses [40],
[41] These MSHRs free up the L1d cache to allow load
instructions that hit the L1d cache to bypass cache misses.

Load squashing. To further optimize performance, the
LFB squashes multiple load misses to the same physical

address. If there is already an outstanding request in the
LFB with the same physical address, the processor assigns
the same LFB entry to a load/store with the same address.

Write combining. For weakly-ordered memory, the pro-
cessor keeps stores to the same cache line within the LFB
to perform write combining. That is, the processor merges
multiple stores in a single LFB entry before writing out
the final result through the memory hierarchy.

Non-temporal requests. Finally, modern processors
support non-temporal memory traffic where the program-
mer already knows that caching the data is of no benefit
at all. In that case, the processor performs non-temporal
loads and stores exclusively through the LFB.

A. Solving a RIDL: LFB leaks on loads and stores

Unaware of the source of our initial RIDL leaks, we
discovered that they originate from the LFBs, rather
than from other processor state, by conducting several
experiments on a workstation featuring an Intel Core
i7-7700K (Kaby Lake). For our experiments, we use a
kernel module to mark memory pages in our victim thread
as write-back (WB), write-through (WT), write-combine
(WC) and uncacheable (UC) [42], [43]. We use Intel TSX
to implement the attack for our analysis and perform
10, 000 rounds to leak the data during every run of the
experiment. Furthermore, we run every experiment 100
times and report the average.
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Fig. 3: In each pair of bars, one bar shows the LFB hit count,
and the other one the number of attacks. With SMT, we always
leak the secret. Without SMT and no victim code, RIDL only
reads zeros, but with victim and attacker in the same hardware
thread, we still leak the secret in most cases (top/red bar), while
occasionally finding the value the CPU should have loaded.

Our first experiment performs the attack discussed ear-
lier against a victim running in the same or other hardware
thread and repeatedly storing a secret to a fixed memory
address. We then compare the number of hits in the LFB,
measured using the lfb_hit performance counter, to the
number of attack iterations. Consider the left-most (SMT)
plot of Figure 3 which shows close correspondence between
the number of LFB hits and the number of attempts for
leaking (and correctly obtain the secret). This strongly
suggests that the source of these leaks is the LFB.

In our second experiment, a victim thread initially
writes a known value A to a fixed memory address, and
then reads it back in a loop where each read is followed
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Fig. 4: Leaking the secret A which is read by the victim for
write-back (WB), write-through (WT), write-combine (WC)
and uncacheable (UC) memory, with and without a cache flush.

by an mfence instruction (serializing all loads and stores
issued prior to the mfence). We mark this address as WB,
WT, WC and UC. Optionally, we also flush the address
using clflush (which flushes it from the cache). Figure 4
shows how often a RIDL attacker reads the secret value
correctly. Note that we do not observe the signal for WB
and WT memory if we do not flush the entry from the
cache, but when we do, we observe the signal regardless
of the memory type. Both observations indicate that we
are not leaking from the cache. Also, since we leak from a
load, this cannot be the effect of store-to-load forwarding
either. Furthermore, since we observe the signal from WC
and UC memory, which have to go through the LFB, the
source of our leak must again be the LFB.
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Fig. 5: Leaking the secrets A,B,C and D, written by the victim,
for write-back (WB), write-through (WT), write-combine (WC)
and uncacheable (UC) memory, with and without a cache flush.

To gather further evidence that we are leaking from the
LFB, we perform a third experiment where we run a victim
thread which, in a loop, writes four different values to four
sequential cache lines, followed by an mfence. Optionally,
the victim thread again flushes the cache lines. We again
rule out any leaks via store-to-load forwarding, by turning
on Speculative Store Bypass Disable (SSBD [44]) for both
attacker and victim. Figure 5 shows the RIDL results. For
WB without flushing, there is a signal only for the last
cache line, which suggests that the CPU performs write
combining in a single entry of the LFB before storing the
data in the cache. More importantly, we observe the signal
regardless of the memory type when flushing. Since both
flushing and the WT, WC and UC memory types enforce

direct invalidation of writes, they must go through the
LFB. This third experiment again indicates that the source
of our leak must be the LFB.

Conclusion: our primary RIDL variant leaks from the
Line Fill Buffers (LFBs).

To launch a RIDL attack, we still need to understand
the interaction between loads, stores, the L1d cache and
the LFB, such that we can massage the data from the
victim into the LFB. Recall that in our read experiment
(Figure 4), we did not observe a signal if we do not flush
the address, even with multiple consecutive reads like we
did with writes (Figure 5). As the data is read constantly,
all loads simply hit in the L1d cache, preventing any
interaction of future loads with the LFB. In contrast, when
we do flush, the future loads miss and allocate an entry
in the LFB to await the data. In case of WC and UC
memory, the processor avoids the L1d cache and enforces
the loads to always go through the LFB. Our second
experiment (Figure 5) shows a signal for all memory types
and especially those that bypass the L1d cache, suggesting
that memory writes go via the LFB.

Conclusion: reads that are not served from L1d pull
data through the LFB, while writes push data through
the LFB to either L1d or memory.

B. Synchronization
To leak information, the attacker must make sure that

the right data is visible in the LFB at the right time, by
synchronizing with the victim. We show that there are
three ways to do so: serialization, contention and eviction.
Serialization. Intel CPUs implement a number of barriers
to perform different types of serialization [45], [46], [47],
[48]. lfence guarantees that all loads issued before the
lfence become globally visible, sfence guarantees the
same for all store instructions, and mfence guarantees that
both load and stores before the mfence become globally
visible. To enforce this behavior, the processor waits for
these loads and stores to retire by draining the load and/or
store buffers, as well as the corresponding entries in the
LFB. The mfence instruction therefore forms a point of
synchronization that allows us to observe the last few loads
and stores before the buffers are completely drained.
Contention. Another way of synchronizing victim and
attacker is to create contention within the LFB, ultimately
forcing entries to be evicted. Doing so allows us to obtain
some control over the entries that we leak, and should
not depend on SMT. To verify this, we perform the RIDL
attack without SMT by writing values in our own thread
and observing the values that we leak from the same
thread. Figure 3 shows that if we do not write the values
(“no victim”), we leak only zeros, but with victim and
attacker running in the same hardware thread (e.g., in a
sandbox), we leak the secret value in almost all cases.
Eviction. Finally, we can control the values that we leak
from the victim by evicting cache entries from the cache set
in which we are interested. To show that we can use this
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for synchronization, we conducted an experiment where
the victim writes a value to the same cache line within
a number of pages. After a while, these writes end up
evicting the previous cache lines from the L1d cache. As
these cache lines are dirty, the processor has to write
them back through the memory hierarchy and will do this
through the LFB. We extend the victim thread to alternate
between two different values to write after finishing every
loop and also vary the amount of pages to write during
the loop. For the first test, we write the first value 1024
times and the second value 256 times (ratio 1:4) and for
the second test, we write the first value 512 times and the
second 1024 times (1:2 ratio). Figure 6 shows the results
of this experiment, where we observe the first value 80%
of the times and the second value 20% of the times in the
case of ratio 1:4 and the first value 33.3% of the times and
the second value 66.6% of the times in the case of ratio 2:1.
Hence, we conclude that we can control the (dirty) cache
entry to leak through eviction.

Conclusion: we can use serialization, contention and
eviction to synchronize attacker and victim.

VI. Exploitation with RIDL

The techniques described in the previous section allow
us to leak in-flight CPU data in a controlled fashion. Since
the underlying buffers are independent of address spaces
and privilege levels, we can mount attacks across these
security boundaries.

We have verified that we can leak information across
arbitrary address spaces and privilege boundaries, even on
recent Intel systems with the latest microcode updates and
latest Linux kernel with all the Spectre, Meltdown, L1TF
default mitigations up (KPTI, PTE inversion, etc.). In
particular, the exploits we discuss below exemplify leaks
in all the relevant cases of interest: process-to-process,
kernel-to-userspace, guest-to-guest, and SGX-enclave-to-
userspace leaks. Not to mention that such attacks can
be built even from a sandboxed environment such as
JavaScript in the browser, where the attacker has limited
capabilities compared to a native environment.

We stress that the only requirement is the presence of
in-flight secret data managed by the processor. In a non-
SMT single-core attack scenario, this is data recently read-
/written by the victim before a mode switching instruction
(iret, vmenter, etc.). In an SMT attack scenario, this
is data concurrently read/written by another hardware
thread sharing the same CPU core. Once we have spec-
ulatively leaked a value, we use the techniques discussed
earlier (based on Flush + Reload, or Evict + Reload
when clflush is not available) to expose the desired
data. The key difference with prior Meltdown/L1TF-style
attacks that cross privilege boundaries and address spaces
is that the target address used by the attacker can be per-
fectly valid. In other words, the attack does not necessarily
require a TSX transaction or an invalid page fault, but
can also be applied to a correct, branchless execution with
demand paging (i.e., a valid page fault) as we showed in
Section V. This bypasses side-channel mitigations deployed
on all the major operating systems and extends the threat
surface of prior cross-address space speculative execution
attacks to managed sandboxes (e.g., JavaScript). In the
next sections, we explore how RIDL can be used to leak
sensitive information across different security boundaries.
Covert channel. We performed an extensive evaluation
of RIDL over a number of microarchitectures, showing that
it affects all recent Intel CPUs. To verify that RIDL works
across all privilege boundaries, we implemented a proof-of-
concept covert channel, sending data across address space
and privilege boundaries.

In Table I, we present the bandwidth of the covert
channel. Note that our implementation is not yet opti-
mized for all architectures. For convenience, we utilize
Intel TSX on the architectures where available, as this
gives us the most reliable covert channel. Using TSX, we
achieve a bandwidth of 30-115 kB/s, where the limiting
factor is Flush + Reload. Where TSX is not available,
we present numbers from an unoptimized proof-of-concept
implementation which uses either demand paging, or ex-
ception suppression using speculative execution.
Challenges. In the previous sections, we discussed how
the building blocks of RIDL are used to leak in-flight data
and that we can use RIDL to leak information across se-
curity domains. Applying these techniques to exploit real-
world systems—leaking confidential data—presents some
additional challenges that we need to overcome:

1) Getting data in-flight. We need to find ways to get
restricted data that we want to leak into the LFB. There
are some obvious mechanisms for an unprivileged user to
get privileged data in-flight: interaction with the kernel
(i.e., syscalls), and interaction with a privileged process
(i.e., invoking a setuid binary). There are also many other
possibilities, such as manipulating the page cache.
2) Targeting. Due to the high amount of LFB activity,
getting the desired data out of the LFB poses a challenge.
We describe two mechanisms for targeting the data we
want to leak: synchronizing the victim, and aligning the
leaked data by repeating the attack multiple times while
filtering out the noise.

Attack variants. Table I presents results for many recent



TABLE I: Our results for 15 different microarchitectures and the measured bandwidth across security domains.

CPU Year Microcode Page Fault Misaligned
Read TSX SGX Bandwidth(B/s)

ST XT ST XT ST XT ST XT XPC SP‡ XVM SGX

Intel Xeon Silver 4110 (Skylake SP) 2017 0x200004d R/W R/W R/W R/W ✓ ✓ 45k 25k 3k
Intel Core i9-9900K (Coffee Lake R) 2018 0x9a 7 7 R/W R/W ✓ ✓ ✓ ✓ 71k 48k 10k 8k
Intel Core i7-8700K (Coffee Lake) 2017 0x96 R/W R/W R/W R/W ✓ ✓ ✓ ✓ 54k 49k 46k 65k
Intel Core i7-7800X (Skylake X) 2017 0x200004d R/W R/W R/W R/W ✓ ✓ 37k 36k 31k
Intel Core i7-7700K (Kaby Lake) 2017 0x8e R/W R/W R/W R/W ✓ ✓ ✓ ✓ 65k 46k 63k 114k
Intel Core i7-6700K (Skylake) 2015 0xc6 R/W R/W R/W R/W ✓ ✓ ✓ ✓ 68k 20k 76k 83k
Intel Core i7-5775C (Broadwell) 2015 0x1e R/W R/W R/W R/W ✓ ✓ 21k 16k 27k
Intel Core i7-4790 (Haswell) 2014 0x25 R/W R/W R/W R/W 100 50 110
Intel Core i7-3770K (Ivy Bridge) 2012 0x20 R/W R/W R/W R/W 92 41 89
Intel Core i7-2600 (Sandy Bridge) 2011 0x2e R/W R/W R/W R/W 107 73 106
Intel Core i3-550 (Westmere) 2010 0x07 R/W R/W R/W R/W 1k 245 1k
Intel Core i7-920 (Nehalem) 2008 0x12 R/W R/W R/W R/W 79 32 70
AMD Ryzen 5 2500U (Raven Ridge) 2018 0x810100b 7 7 7 7
AMD Ryzen 7 2600X (Pinnacle Ridge) 2018 0x800820b 7 7 7 7
AMD Ryzen 7 1600X (Summit Ridge) 2017 0x8001137 7 7 7 7

ST = Same-Thread, XT = Cross-Thread, SP‡ = Supervisor post-KPTI, XPC = Cross-process, XVM = Cross Virtual Machines

Intel CPUs. The ‘page fault’ column refers to standard
attacks using page fault exceptions, via invalid pointers
or demand paging. We found that we could also perform
attacks using addresses which span a cache line, which can
leak data from load ports (rather than line fill buffers).
Finally, the ‘SGX’ column confirms that, on all processors
where SGX is supported, we were able to use one of the
previous primitives to leak data from SGX enclaves.

In the following sections, we demonstrate a number of
exploits that use RIDL. We evaluated them all on a Intel
Core i7-7800X running Ubuntu 18.04 LTS.

A. Cross-process attacks
In a typical real-world setting, synchronizing at the

exact point when sensitive data is in-flight becomes non-
trivial, as we have limited control over the victim process.
Instead, by repeatedly leaking the same information and
aligning the leaked bytes, we can retrieve the secret with-
out requiring a hard synchronization primitive. For this
purpose, we show a noise-resilient mask-sub-rotate attack
technique that leaks 8 bytes from a given index at a time.

Match3

Mask2

Rotate4

movq (%1), %rax

andq $0xffffff, %rax

rorq $16, %rax

subq $0x3412, %rax

Leak (in bound)5

0f de bc 9a 78 56 34 12

00 00 00 00 00 56 34 12

Load1

00 00 00 00 00 56 00 00

00 00 00 00 00 00 00 56

Match3

Mask2

Rotate4

movq (%1), %rax

andq $0xffffff, %rax

rorq $16, %rax

subq $0x3412, %rax

Leak (out of bounds)5

ff ff 80 7f 3a 74 01 3c

00 00 00 00 00 74 01 3c

Load1

00 00 00 00 00 74 cd 2a

cd 2a 00 00 00 00 00 74

Fig. 7: Using mask, subtract, and rotate we can selectively
filter data in speculative execution to match prior observations,
eliminating a large amount of noise.

As shows in Figure 7, 1 suppose we already know part
of the bytes we want to leak (either by leaking them first

or knowing them through some other means). 2 In the
speculative path we can mask the bytes that we do not
know yet. 3 By subtracting the known value, 4 and
then rotating by 16 bytes, values that are not consistent
with previous observations will be out of bounds in our
Flush + Reload buffer, meaning we do not leak them.
This technique greatly improves the observed signal.

We use this technique to develop an exploit on Linux
that is able to leak the contents of the /etc/shadow file.
Our approach involves repeatedly invoking the privileged
passwd program from an unprivileged user. As a result
the privileged process opens and reads the /etc/shadow
file, that ordinary users cannot access otherwise. Since we
cannot modify the victim to introduce a synchronization
point, we repeatedly run the program and try to leak the
LFB while the program reads the /etc/shadow file. By
applying our previously discussed technique, with the ad-
ditional heuristic that the leaked byte must be a printable
ASCII character, we are able to leak the contents of the
file even with the induced noise from creating processes.

One observation is that the first line of the
/etc/shadow file contains the entry for the root user.
Therefore we can apply our alignment technique by fixing
the first five characters to the known string root: to
filter data from /etc/shadow. This approach is especially
powerful as it does not require any additional information
about the memory layout of the system. The attacker
simply passively listens to all LFB activity, and matches
the data with previous observations. As seen in Figure 8,
we recover 26 characters (leaking 21 unknown bytes) from
the shadow file after 24 hours. The hash entry of the root
user consists of 34 characters, which leaves 8 characters
(or several hours) left to leak. As this was only our initial
attempt to utilize RIDL for real-world attacks, we already
know we can improve the speed significantly.

B. Cross-VM attacks

When two different virtual machines are executing
simultaneously on the same physical core, a user process
running inside one VM can observe in-flight data from
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Fig. 8: Characters leaked from the /etc/shadow file using the
passwd and SSH attack over a period of 24 hours.

the other VM. We verified that RIDL works on KVM [49]
and even on Microsoft Hyper-V (on both Windows 10 and
Windows Server 2016) with all side-channel mitigations
enabled (HyperClear [50]). KVM has deployed defenses
against L1TF which flush the L1D cache on vmenter. By
default—for performance reasons—the L1D is not flushed
on specific (manually) audited code paths. This defense
does not hinder RIDL. In fact, flushing the L1D might
actually force sensitive data to be in-flight.

We also implemented a cross-VM attack where a co-
located attacker leaks the /etc/shadow file from the victim
VM by repeatedly trying to authenticate through SSH,
confirming that virtual machine isolation does not mitigate
this class of vulnerabilities. The attacker repeatedly opens
a connection to the victim, trying to authenticate using in-
valid credentials. Similarly to the previous passwd attack,
this strategy causes the victim to read the /etc/shadow
file, allowing us to leak the contents. For our proof-of-
concept exploit, we assume we have two co-located VMs
running on co-located SMTs. We are able to retrieve 16
characters from the passwd file over a period of 24 hours,
This is slightly slower than the previous passwd attack,
since the execution path when SSH reads the shadow file
is significantly longer than for the passwd program.

C. Kernel attacks
To verify that the privilege level does not affect our

attack, we implement a user program that opens the
/proc/self/maps file (or any other /proc file) and reads 0
bytes from that file. The read system call causes the kernel
to generate the string containing the current mappings
of the process, but copies 0 bytes to the address space
of the calling program. Using the previously mentioned
attacker program running on a sibling hardware thread,
we are able to leak the first 64 bytes of the victim process
memory mappings without these ever having been copied
to user space. Our proof-of-concept exploit is able to do
this reliably in a matter of milliseconds.

The kernel also provides us with a convenient target
for attacks which do not require SMT. We can easily leak
kernel pointers and other data stored on the stack close to
the end of a system call, by executing a syscall and then
performing our attack immediately after the kernel returns
control to userspace. Since the kernel writes also use the
LFBs, we also implemented proof-of-concept exploits that

leak kernel memory writes occurring in the middle of
normal execution (for example, in a /proc handler) in
a few milliseconds. We observe the values of these writes
after the kernel has already returned from the system call,
as the cache lines are written back to memory via the LFB.

D. Leaking arbitrary kernel memory

RIDL can leak secrets accessed by the victim via both
regular and speculative memory accesses. We demonstrate
this property by implementing a proof-of-concept exploit
that can leak arbitrary kernel memory. In absence of
software bugs, unsanitized user-supplied pointers are never
accessed by the kernel. However, speculative memory ac-
cesses are still possible. For example, we found that the
function copy_from_user() in the Linux kernel (version
4.18) allows speculative memory accesses to user-supplied
pointers. It is important to note that this attack is only
possible if Supervisor Mode Access Prevention (SMAP) is
not enabled, otherwise all accesses to user memory will
be surrounded with serializing instructions (clac/stac),
effectively stopping speculation. Our exploit assumes that
SMAP is disabled, for example due to lack of hardware/-
software support.

In our exploit, we use the setrlimit() system call to
reach the copy_from_user() function. We start by calling
setrlimit() multiple times with a user-land pointer to
train the directional branch predictor. After the training,
we call setrlimit() with the pointer to the kernel data
we want to leak. The speculative memory access reads the
data from memory, notably via the LFB, allowing us to
leak it in our program after returning from the system
call. To measure the performance of our exploit, we tried
leaking the data from a kernel memory page (4,096 bytes)
containing ASCII text. On average, leaking the entire page
took us around 712 seconds, i.e., approximately 6B/s.

E. Page table disclosure

We implemented proof-of-concept exploits to leak page
table entries, since the MMU uses the LFBs to read these
entries from memory at every page table walk. This dis-
closes the physical addresses of pages in our own process,
which is important information to mount other attacks
(such as Rowhammer attacks [51], [52], [53], [54], [55], [56],
[57], [58], [59]). This also allows us to observe page table
walks and the page table entries used by a process running
on a sibling hardware thread. Furthermore, by performing
sliding similar to the AnC attack [60], this primitive allows
us to break ASLR in a managed sandbox.

F. SGX attacks

We also verified that SGX enclaves are vulnerable to
our cross-process attacks when SMT is enabled, allowing
an attacker on the same physical core to leak SGX-initiated
reads and writes to memory. We built SGX enclaves in pre-
release mode (with debugging disabled), and successfully
reproduced the cross-process experiments. Our proof-of-
concept exploit trivially leaks reads and writes from a
victim enclave running on a sibling hardware thread.



Our exploit can also leak the values of registers used by
the enclave, since microcode reads and writes the contents
of enclave registers to memory when the enclave is inter-
rupted. By using mprotect to cause faults when accessing
enclave pages, we repeatedly interrupt the enclave (to
synchronize), allowing us to leak the contents of enclave
registers. Unlike the Foreshadow attack [3], we are able
to perform these attacks solely from user space, with no
need to manipulate privileged state such as page tables.
This means that SGX enclave secrets should be considered
compromised on any machine where SMT is enabled, even
if an attacker does not have control over the kernel or
hypervisor. When an attacker is able to modify the kernel,
this attack can be further improved with SGX-Step [61],
using timer interrupts to single-step through enclave code
and provide a fine-grained synchronization primitive.

G. JavaScript attacks

To further demonstrate the implications of RIDL, we
show that RIDL can be exploited even within restricted
sandboxed environments such as JavaScript. In recent
years, browser vendors have been proactively working on
mitigations to protect against side-channel attacks [62],
[63], [64], [65]—speculative execution side channels, in
particular. For instance, Chrome fast-forwarded the de-
ployment of process-per-origin [63] as a mitigation against
Spectre attacks. However, these mitigation efforts assume
that data cannot leak across privilege boundaries, and fail
to prevent in-flight data from being leaked with RIDL.

Building a RIDL attack from the browser requires a
high level of control over the instructions executed by the
JavaScript engine. Conveniently, WebAssembly allows us
to generate code which meets these requirements and is
available as a standard feature in modern browsers. We
found that we can use WebAssembly in both Firefox and
Chrome to generate machine code which we can use to
perform RIDL-based attacks. Furthermore, all the major
browsers try to reduce the memory footprint of the We-
bAssembly heap by relying on demand paging [60], which
we can use to perform an attack along the lines of the one
previously presented in Listing 1. That is, we can rely on
the valid page fault generated by our memory access to
trigger an exception and spill the in-flight data.

Generating the correct machine code and triggering
the page fault are relatively straightforward. However,
constructing a reliable feedback channel for speculative
attacks within the browser presents some challenges. The
absence of the clflush instruction forced our implemen-
tation to rely on an Evict + Reload channel to leak
the in-flight data. Since the process of evicting entries
from the L1D cache makes extensive use of the LFBs—
due to TLB misses as well as filling cache lines—this adds
a significant source of noise. We also need to ensure that
the TLB entries for our reload buffer are still present after
the eviction process, adding another source of noise to our
attack. Finally, we need a reliable high-resolution timer to
measure cache evictions for our Evict + Reload channel.
While built-in high-resolution timers have been disabled
as part of browser mitigations against side-channel at-
tacks [64], [63], prior work has demonstrated a variety

of techniques to craft new high-resolution timers [66],
[56], [60], such as SharedArrayBuffer [60] and GPU-based
counters [56]. The SharedArrayBuffer feature was recently
re-enabled in Google Chrome, after the introduction of Site
Isolation [67], [68]. Mozilla Firefox is currently working on
a similar Process Isolation strategy [69].

Despite these challenges, we successfully implemented
a proof-of-concept exploit on top of Firefox’ SpiderMonkey
JavaScript engine to reliably leak data from a victim
process running on the same system. For simplicity, our
exploit uses an old-style built-in high-resolution timer in
SpiderMonkey to measure cache evictions. When targeting
a victim process repeatedly writing a string to memory, our
exploit running in the JavaScript sandbox on a different
hardware thread is capable of leaking the victim string at
a rate of ~1B/s. We also implemented a high-resolution
timer in Chrome using WebAssembly threads which pro-
vided sufficient accuracy for our Evict + Reload chan-
nel. At the time of writing, any site can opt into this
functionality using the ‘origin trials’ system. Although we
do not currently have a reliable RIDL exploit running
inside unmodified Chrome, we believe that our results
already cast doubt on the effectiveness of site isolation as
a mitigation against side-channel attacks.

VII. Speculative execution attacks
Since Horn [79] initially reported this new class of spec-

ulative execution side-channel attacks, researchers started
digging into modern processor microarchitectures to spot
the next generation of vulnerabilities. The result is a
plethora of new attacks and attack vectors [1], [2], [3], [75],
[5], [70], [4], [71].

The taxonomy of these attacks is confusing (at best)
since attacks and attack vectors oftentimes have been
reported as equivalent and frequently interchanged. In this
section, we try to shed some light on the topic describing
similarities and differences among the different classes of
attacks and categorizing them based on their nature, capa-
bilities, and constraints. We summarize our categorization
in Table II. We divide the currently existing attacks based
on the nature of their speculation: control speculation vs.
data speculation. We further introduce a subcategorization
of data speculation attacks, which we define as exception
deferral attacks (e.g., RDCL and L1TF).

A. Control Speculation
Control speculation can be triggered in multiple ways.

In Section II, we already described Out-of-Order execution
and Transactional Synchronization eXtensions explaining
how these trigger speculative execution. Here we focus on
the three main forms of control instructions that can be
speculated upon: 1 direct branches, 2 indirect branches
and calls, and 3 return instruction.

Direct branches: Direct (or conditional) branches are
optimized in hardware by the Branch Prediction Unit
(BPU). This unit keeps track of the previous outcomes of
a conditional branch in order to predict which code path
will be taken, and the out-of-order execution engine then
continues execution along the predicted path. Mistraining



TABLE II: List of currently disclosed attacks categorized by nature, capabilities and constraints. A checkmark (✓) under
capabilities reports an attack demonstrated in the literature. A checkmark under the constraints represents a requirement
to perform the attack. We report supervisor in both Intra/Cross- address space scenarios both pre- and post- KPTI [9].

Capabilities Constraints

Attacks Leak cause Exception
deferral Intra-address space Cross-address space Victim

cooperation
Valid address

translation
SB SP† SGX XPC SP‡ XVM

Control Speculation
BCB{S} [2], [5] Direct branch ✓ ✓ ✓
BTI [2], [70] Indirect branch ✓ ✓ ✓ ✓
RSB [4], [71] Return stack ✓ ✓ ✓ ✓
Data Speculation

SSB [72] Memory
Disambiguation ✓ ✓ ✓ ✓

RDCL [1]
RSRR [73] L1D ✓ ✓ ✓ ✓
LazyFP [74] FPU ✓ ✓ ✓
L1TF [75] L1D ✓ ✓ ✓ ✓ ✓ ✓ ✓
RIDL In-flight buffers

(LFB, Load Ports) ✓ ✓ ✓ ✓ ✓ ✓

SB = Sandbox, SP† = Supervisor pre-KPTI, SP‡ = Supervisor post-KPTI, XPC = Cross-process, XVM = Cross Virtual
Machines

TABLE III: List of existing mitigations against currently disclosed speculative execution attacks grouped based on the nature of
the defense.
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Control Speculation
BCB{S} [2], [5] G G SB
BTI [2], [70] G G G SB
RSB [4], [71] SB

Data Speculation
SSB [72] G G SB
RDCL [1] SP†

RSRR [73] G SP†

LazyFP [74] G

L1TF [75] G SB,
SGX XVM

RIDL

G = Generic, SB = Sandbox, SP† = Supervisor pre-KPTI, XPC = Cross-process, XVM = Cross Virtual Machines

the BPU allows attacks known as Bounds Check Bypass
(BCB) [2], [5], such as the one in Listing 2.

1 if (x < arr_size)
2 y = probeTable[arr[x] * 4096];

Listing 2: An example of Bounds Check Bypass.

An attacker who controls the variable x can mistrain
the conditional branch to always take the if code path.
When an out-of-bounds x is later passed to his code, the
BPU will speculate on the code path to take, resulting in
a speculative OoB access which can be leaked through a
cache-based covert channel. A variant of this attack targets
bounds check bypass on stores (BCBS) [5], which shows
the issue is not limited to speculative loads.

Indirect branches and calls: These branches are also

targets of speculative execution optimizations. The Branch
Target Buffer (BTB) is a unit embedded in modern CPUs
that stores a mapping between the source of a branch
or call instruction and its likely destination. An attacker
running on the same physical core of the victim can
poison the BTB to perform attacks known as Branch
Target Injection (BTI). The attacker pollutes the buffer
by injecting arbitrary entries in the table to divert the
victim’s indirect branches to the target of interest—within
the victim address space. No checks are performed on
the pid, hence the possibility of cross-process mistraining.
This makes it possible to build speculative code-reuse (e.g.,
ROP) attacks to leak data. Branch target injection has
been demonstrated effective to escape sandboxed environ-
ments (e.g., JavaScript sandbox) [2], to build cross-process
attacks [2] and to leak data from SGX enclaves [70].

Return speculation: The use of the BTB is inefficient for



the prediction of return instructions, as functions may have
many different call sites. Therefore, modern processors
employ a Return Stack Buffer (RSB), a hardware stack
buffer to which the processor pushes the return address
whenever it executes a call instruction. Whenever the
processor stumbles upon a return instruction, it pops the
address from the top of the RSB to predict the return
point of the function, and it executes the instructions along
that path speculatively. The RSB misspeculates when the
return address value in the RSB does not match the one
on the software stack. Unfortunately, the RSB consists of
a limited number of entries and employs a round robin
replacement policy. As a result, an attacker can overflow
the RSB to overwrite the “alleged” return address of a
function and speculatively execute the code at this address.
Researchers have reported RSB attacks against sandboxes
and enclaves [4], [71].

Constraints: Control speculation attacks, while powerful,
are only effective in intra-address space attacks (e.g., sand-
boxes). Furthermore, their exploitation requires (some)
cooperation from the victim’s code. In situations where
the attacker can generate code inside the victim (e.g.,
JIT compilation inside a browser, eBPF in the Linux
kernel) it is easy to meet this constraint. In the other
cases (e.g., enclaves or Linux kernel without eBPF), this
constraint is harder to meet. The attacker needs to mount
confused-deputy attacks that lure the victim component
into speculatively executing specific “gadgets”, making
exploitation more difficult. Perhaps more importantly, this
class of attacks can be mitigated in software using either
compiler support for emitting safe code or manually stop-
ping speculation when deemed dangerous.

B. Data Speculation

Data speculation is the second type of speculative exe-
cution. This type of speculation does not divert the control
flow of the application, but instead speculates on the value
to be used. As discussed in Section VII-A, manipulating
control flow is not enough to build effective cross-privilege
and cross-address space attacks. Attackers can overcome
these constraints by taking advantage of data speculation.

Speculative Store Bypass (SSB) [72] takes advantage of
the address prediction performed by the Memory Disam-
biguator. This unit is in charge of predicting read-after-
write hazards. If the prediction fails, the attacker may be
able to induce computations based on stale data previously
stored at that address providing a speculative gadget to
leak data. However, this attack provides a small window
of exploitation and works only within intra-address space
boundaries, making it hard to exploit in practice.

Exception deferral: To bypass this limitation and allow
cross-boundary leaks, researchers identified a new class
of data speculation attacks that we refer to as exception
deferral attacks. A similar distinction was previously made
in the literature [5] under the nomenclature of exception
speculation. However, as explained in Section II, specu-
lation represents a misleading terminology of the actual
issue under scrutiny. The CPU does not perform any
type of speculation on the validity of the operation. It

simply executes instructions speculatively out-of-order and
eventually retires them in-order. The flaw of this design is
that the Retirement Unit is officially in charge of handling
CPU exceptions. Thus, an attacker can perform loads that
trigger exceptions (e.g., Page Faults) during the specula-
tive execution window, but such loads will not fault until
the Retirement Unit performs the compulsory checks.

Multiple attacks have exploited CPUs’ exception de-
ferral in order to circumvent different security checks.
RDCL [1] (known as Meltdown) and RSRR [73] exploited
the deferral of a page fault (#PF) exception caused by
the presence of the supervisor bit in order to read privi-
leged kernel memory and Model Specific Registers (MSRs).
LazyFP [74] took advantage of the deferral of the Device
not available (#NM) exception to leak Floating Point Units
(FPUs) register state and break cryptographic algorithms.
Foreshadow [75] disclosed how the deferral of a Terminal
Fault (#TF) generated by a failed check on the present or
reserved bits of a PTE allows leaking arbitrary contents
from the L1 cache. Given that Foreshadow operates on
physical memory addresses, it can leak information across
privilege and address space boundaries breaking kernel,
enclaves, and VM isolation. Crafting Foreshadow attacks,
however, requires control over addresses residing in PTEs
as we discuss next.

Constraints: Data speculation allows attackers to operate
on data they are not supposed to have access to. Further-
more, when combined with exception deferral, they gain
the capability of not relying on victim code to leak data.
With RDCL, for example, attackers can directly read from
kernel memory without relying on “gadgets” in the kernel
code. Most of these attacks, however, are still limited by
the necessity of a valid address translation. That is, a valid
(and known) address to leak the data from. For instance,
in the case of Foreshadow, the attacker can theoretically
read any arbitrary cache line in the L1d cache. However,
since L1d cache lines are physically tagged, the attacker
needs control over virtual-to-physical address mappings
(PTEs). This constraint is easily met in situations where
the attacker controls these mappings, such as inside guest
VMs or SGX enclaves. In the other cases, this constraint
is harder to meet, such as when attacking the kernel or
another user process.

C. Comparing with RIDL

While RIDL still falls under the umbrella of data spec-
ulation attacks, it presents a unique feature that makes it
stand out among the other attacks: the ability to induce
leaks that are completely agnostic to address translation.
All the other attacks other than LazyFP [74] (which is
limited to leaking stale floating point registers) require a
valid address for performing tag checks before retrieving
the data. If this check fails, the speculation aborts. On the
other hand, in the case of RIDL, the attacker can access
any in-flight data currently streaming through internal
CPU buffers without performing any check. As a result,
address space, privilege, and even enclave boundaries do
not represent a restriction for RIDL attacks.



VIII. Existing defenses

In response to the plethora of attacks described in
Section VII, hardware and software vendors have been
struggling to catch up with mitigations that can safeguard
vulnerable systems. In this section, we perform an exhaus-
tive analysis of all the existing state-of-the-art mitigations,
pinpointing the current shortcomings of such solutions
when applied to the RIDL family of attacks.

These mitigations can operate at three different layers:
1 inhibiting the trigger of the speculation, 2 protecting

the secret the attacker is trying to disclose, or 3 disrupt-
ing the channel of the leakage. We focus on the first two
classes, which are specific to speculative execution attacks;
the third typically applies to any timing side-channels
(e.g., disabling high-precision timers in browsers [63]). We
summarize all the currently deployed mitigations and their
effects on currently-known attacks in Table III.

A. Inhibiting the trigger

To protect against control speculation attacks, vendors
have released mitigations that prevent the hardware from
executing (speculatively) unsafe code paths. For instance,
Intel released a microcode update with three new ca-
pabilities: IRBS, STIBP and IBPB to prevent indirect
branch poisoning instructions and to protect against BTI
attacks [76]. Another suggested mitigation uses the lfence
instruction to restrict control speculation. This can be
applied as a compiler-based defense, mitigating multiple
families of attacks. 1 To protect against BCB attacks, the
compiler inserts an lfence instruction after conditional
branches to stop the BPU from speculating on the code
path taken. 2 To protect against BTI attacks, the lfence
instruction is introduced as part of the Retpoline [6] mitiga-
tion. Researchers have also suggested extending Retpoline
to guard ret instructions and prevent RSB attacks [71].
The Retpoline mitigation converts each indirect jump
into a direct call to a stub function, that returns to the
destination of the initial indirect branch. This is achieved
by altering the stack, replacing the return address of the
function. Since return instructions also trigger speculation,
an lfence loop is inserted at the expected return site of
the stub, to inhibit further code execution. Retpoline can
also perform RSB filling [77]. This is required for Intel
architectures newer than Haswell where, in case of an
empty RSB, the BTB provides the speculation address.

Software mitigations such as Retpoline do not apply
for data speculation attacks since there is no need to
(speculatively) divert the control flow of the application.
As such, most defenses against data speculation have been
in the form of microcode updates, such as:

• SSBD: Speculative Store Bypass Disable adds an MSR
which can be used to prevent loads from executing
before addresses of previous stores are known [44].

• RSRR fix: Intel’s mitigation for Rogue System Regis-
ter Reads patches rdmsr to avoid speculative L1 loads
of MSR data for unprivileged users [73].

Finally, to protect against LazyFP, it suffices to enable
Eager FPU context switching. This restores FPU register

state when performing a context switch, preventing spec-
ulative execution on stale register contents [74].

B. Protect the secret
When preventing the CPU from speculating becomes

unfeasible, the other solution is to conceal the sensitive
information from the attacker. Defenses falling under this
category are clearly context sensitive. That is, they highly
depend on the environment they get deployed on since
different environments secure different secrets. A primary
example is Kernel Page Table Isolation (KPTI) [9]. KPTI
was effectively the first mitigation deployed against spec-
ulative execution attacks and was introduced to protect
the Kernel against RDCL (i.e., Meltdown) by separating
kernel and user address spaces.

A similar compartmentalization approach was then
deployed in other environments. 1 Array index masking
was deployed in the kernel and in sandboxed environ-
ments to protect against intra-address space BCB attacks.
2 Multi-process isolation, similarly to KPTI, protects

sandboxed environments from cross-domain attacks (e.g.,
JavaScript VMs) by generating a different process for every
origin—hence a different address space.

These mitigations were considered effective until the
disclosure of the Foreshadow attack. Foreshadow relaxed
the requirement of victim cooperation for cross-address
space attacks by leaking any data present in the L1d
cache. Protecting against this new class of attacks requires
stronger solutions targeting physical addresses. Two in-
stances of such mitigations are PTE inversion and L1d
flush [78]. PTE inversion protects kernel and enclave mem-
ory from being leaked through the L1d cache by scrambling
the physical address in the PTE when a page is marked
as non-present. L1d flush removes any secret information
from the cache during a context switch, making it impos-
sible to retrieve any data. The latter is part of a set of
mitigations intended for environments such as the cloud,
where an attacker may have control of PTE contents.

Another example of such solutions is HyperClear [50],
deployed by Microsoft to safeguard Hyper-V. The mit-
igation consists of three units: 1 The Core Scheduler,
which performs safe scheduling of sibling logical processors
by allocating resources for a single VM on the same
physical processor. 2 Address space isolation per virtual
processor, which limits the hypervisor access to memory
only belonging to the VMs running on the same phys-
ical core—preventing cross-VM leaks. 3 Sensitive data
scrubbing, which protects nested hypervisors from leaking
sensitive data. This is done by zeroing the latter before
switching VMs and avoiding the performance impact of a
complete L1d flush. Similar solutions have been deployed
on other hypervisors such as KVM [8].

C. Defenses vs. RIDL
In Section VI, we reported the results of all our proof-

of-concept exploits on fully patched systems with the
latest microcode updates. As the positive results demon-
strate, the currently deployed mitigations fail to protect
against RIDL attacks. As we discussed in Section VIII-A,



mitigations for data speculation attacks usually rely on
microcode patches. Since the existing defenses trying to
inhibit speculation do not account for the Line Fill Buffer,
RIDL is not impacted by any of them.

On the other hand, defenses aiming at protecting the
secret fail at defending from RIDL attacks for a different
reason: they all consider a valid address a strict require-
ment. RIDL demonstrates that not all the sources of data
speculation rely on this assumption. Our results for the
i9-9900K show the risk of relying on “spot” mitigations
in hardware; although the address-based page faults used
by Meltdown-style attacks have been mitigated in silicon,
RIDL attacks using other exceptions continue to work.
Furthermore, it demonstrates for the first time a cross-
address space and cross-privilege attack that relies only
on in-flight, CPU-internal data, demonstrating the latent
danger introduced by the related microptimizations.

IX. New Mitigations

The response to the disclosure of speculative execution
attacks has so far been the deployment of spot mitigations
in software before mitigations become available in hard-
ware [80]. For example, for Meltdown, the first deployed
software mitigation (i.e., KPTI) was the separation of
address spaces between user space and kernel space by
the operating system. While effective, on top of increasing
complexity in the kernel, KPTI has been shown to have
performance penalties under certain workloads [81]. We
now describe how this spot mitigation approach is not well-
suited for RIDL.

Mitigating RIDL in software. Since sensitive infor-
mation can be leaked from sibling hardware threads, we
strongly recommend disabling SMT to mitigate RIDL.
Intel suggests RIDL can also be mitigated by ensuring that
only trusted code is ever executed in sibling threads. How-
ever, this strategy introduces non-trivial complexity, as it
requires scheduler modifications as well as synchronization
at system call entry points. It is also insufficient to protect
sandboxed applications or SGX enclaves.

Worse, it is still possible to leak sensitive information
from another privilege level within a single thread (as
some of our exploits demonstrated), including information
from internal CPU systems such as the MMU. To protect
sensitive information in the kernel or in a different address
space, the kernel needs to flush the LFBs and other in-
flight buffers before returning to userland, similarly to
the L1 flush in the Foreshadow mitigation. Similarly, the
hypervisor needs to flush the buffers before switching to
VM execution. In the case of hardware-based components
such as SGX or the MMU, the flushing cannot be easily
done in software.

Intel’s published mitigation involves updated mi-
crocode, which allows software to flush several types of
in-flight buffers (LFBs, load ports, and store buffers) using
the verw instruction. After performing this flush (e.g.,
when returning from a system call), a lfence or other
speculation barriers are required to prevent code from
speculatively executing across security boundaries before
the buffers are cleared. The updated microcode also flushes

these buffers when flushing the L1 cache and when leav-
ing/exiting SGX. Note that this cannot preclude leakage
of internal CPU data (e.g., from the MMU).

Moving forward. In this paper, we primarily focused on
speculation done on LFB entries. However, we have also
shown there are other sources of in-flight data and believe
there are likely more—especially given decades of perfor-
mance optimizations in the CPU pipeline. Furthermore,
as discussed in this section, because these optimizations
are applied deeply in the CPU pipeline, spot mitigations
will likely be complex and expensive. Moving forward,
we see two directions for mitigating these issues: 1) As
Intel could release a microcode update that mitigated SSB
by completely disabling speculative store forwarding, we
believe it should make a similar mitigation possible for all
possible sources of speculation when applying micro-opti-
mizations. It will then be up to system software to decide
which optimizations to turn off until hardware mitigations
become available. 2) Finding all instances of RIDL will
likely take a long time due to the complexity of these
micro-optimizations. Hence, rather than spot mitigations
that are often ineffective against the next discovered at-
tack, we need to start the development and deployment of
more fundamental mitigations against the many possible
classes of speculative execution attacks.

X. Conclusion

We presented RIDL, a new class of speculative execu-
tion vulnerabilities able to leak arbitrary, address-agnostic
in-flight data from normal execution (without branches
or errors), including sandboxed execution (JavaScript in
the browser). We showed RIDL can be used to perform
attacks across arbitrary security boundaries and presented
real-world process-, kernel-, VM-, and SGX-level exploits.
State-of-the-art mitigations against speculative execution
attacks (including the in-silicon mitigations in Intel’s re-
cent CPUs) are unable to stop RIDL, and new soft-
ware mitigations are at best non-trivial. RIDL puts into
question the current approach of “spot” mitigations for
individual speculative execution attacks. Moving forward,
we believe we should favor more fundamental “blanket”
mitigations over these per-variant mitigations, not just for
RIDL, but for speculative execution attacks in general.

Disclosure

The authors from VU Amsterdam (VUSec) submitted
PoC exploits for the RIDL class of vulnerabilities to Intel
on September 12, 2018. Intel immediately acknowledged
the vulnerability and rewarded RIDL with the Intel Bug
Bounty (Side Channel) Program. Since then, Intel led the
disclosure process, notifying all the affected software ven-
dors and other hardware vendors potentially susceptible
to similar issues (see details below). VUSec submitted the
end-to-end analysis presented in this paper including all
the exploits (except the one in Section VI-D) to IEEE
Symposium on Security & Privacy on November 1, 2018.

Giorgi Maisuradze independently discovered the same
class of vulnerabilities in June 2018 as an intern in a
side-channel project at Microsoft Research. The findings



were reported to Intel via the Microsoft Security Response
Center. Section VI-D is entirely based on his findings.

Updated information about other independent finders
of the RIDL (or MDS) class of vulnerabilities not part of
this research can be found at https://mdsattacks.com.

Statements that we received from CPU vendors about
RIDL are available in Appendix B.
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Appendix A
Vulnerability details

Intel has disclosed several CVEs covering different in-
stances of RIDL-class vulnerabilities, which Intel refers to
as “Microarchitectural Data Sampling” (MDS). As part of
the responsible disclosure process, Intel confirmed that the
example RIDL exploits we submitted to Intel leak in-flight
data from both LFBs and load ports, and acknowledged us
as the first academic finders of both relevant vulnerabili-
ties. Specific details of the vulnerabilities and the in-flight
data source they leak from are shown in Table IV.

Appendix B
Statements from CPU Vendors

A. Statement from Intel
“We have disclosed details about the issue described

in VU Amsterdam’s paper with multiple parties in the
computing ecosystem who have the ability to help de-
velop mitigations. This includes operating system vendors
such as MSFT and Redhat, hypervisor vendors such as
VMWare and Citrix, silicon vendors or licensors such as
AMD and ARM, select operating system providers or
maintainers for open source projects, and others. These
disclosures have been conducted under coordinated vulner-
ability disclosure for purposes of architecting, validating,
and delivering mitigations, and all parties agreed to mutual
confidentiality and embargo until 10AM PT May 14, 2019”.

B. Statement from AMD
“After reviewing the paper and unsuccessfully trying

to replicate the issue, AMD believes its products are not
vulnerable to the described issue”.

C. Statement from ARM
“After reviewing the paper and working with archi-

tecture licensees we are not aware of any Arm-based
implementations which are affected by this issue. We thank
VU Amsterdam for their research”.

Appendix C
Extended Results

Figure 9 shows a more complete diagram of the Intel
Skylake microarchitecture.

Figure 10 shows a screenshot of our tool to test for
existing vulnerabilities as well as RIDL, to check what
mitigations are available and enabled and to provide a
general overview including the installed microcode version.
We will release this tool as open source, as well as provide
binaries of this tool for various platforms including Mi-
crosoft Windows and Linux.
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TABLE IV: Specific RIDL-class vulnerability instances disclosed by Intel

Description CVE identifier Data source Used in this paper?

Microarchitectural Store Buffer Data Sampling CVE-2018-12126 Store buffers 7
Microarchitectural Load Port Data Sampling CVE-2018-12127 Load ports ✓
Microarchitectural Fill Buffer Data Sampling CVE-2018-12130 Fill buffers ✓
Microarchitectural Data Sampling Uncacheable Memory CVE-2019-11091 N/A† ✓

† This CVE refers to (uncacheable memory) attacks that exploit the other MDS vulnerabilities.

CPU
Core

LLC Slice LLC Slice

LLC Slice LLC Slice

CPU
Core

CPU
Core6 µOPs

CPU
Core

Memory
Controller

PCIe

Display
Controller

System Agent

Com
plex

Sim
ple

5-way DecoderµCode
Sequencer

MS
ROM Sim

ple

Sim
ple

Sim
ple

5 MOPs

Macro
Fusion

Instruction Queue
(2x25 entries)

Instruction
Predecode & Fetch

(16 bytes)

6 MOPs

Multiplexer

3-4 µO
Ps

3-4 µO
Ps

µO
P

µO
P

µO
P

µO
P

5 µO
Ps

4 µOPs

Stack Engine

Adders

Micro
Fusion

Allocation Queue
(2x64 entries)

µOP Cache
1.5K µOPs

8-way

Branch
Prediction

Unit

L1i Cache
32 kiB
8-way

Instruction
µOP

Cache Tags

Allocation Queue
(2x64 entries)

Allocation Queue
(2x64 entries)

Register
Allocation & Renaming

Physical
Register File

Integer
Registers

(180 entries)

Vector
Registers

(168 entries)

loads

6 µOPs

Branch Order Buffer
(48 entries)

Re-order Buffer
(224 entries)

branches

stores

µOPs

4 µOPs

port 0
INT ALU
INT DIV

IVEC ALU
IVEC MUL
FP FMA

AES
VEC STR
FP DIV
Branch

port 2

INT ALU
INT MUL

IVEC ALU
IVEC MUL
FP FMA
Bit Scan

INT ALU
VEC

SHUFFLE
IVEC ALU

LEA

INT ALU
Branch

AGU
LOAD

STORE AGU

Execution Units

L2 Cache
256 kiB
4-way

L1d Cache
32 kiB
8-way

Line Fill
Buffer

(10 entries)

Store & Forward Buffer
(56 entries)

Retirement Unit

Load Buffer
(72 entries)

L1i TLB

L1d TLB
L2 TLB

Com
m

on D
ata Buses

AGU
LOAD

port 3

port 4

port 7

port 6

port 5

µOP Scheduler
Unified Reservation Station (97 entries)

port 1

Front-end Memory Pipeline Out-of-Order Engine

Primary
RAT

Register Alias Table
Shadow

RAT

Return Stack
Buffer

Branch
Target Buffer

1 3 2

Fig. 9: a full overview of the Intel Skylake microarchitecture.

Fig. 10: A screenshot of our tool to test for vulnerabilities and mitigations including RIDL.
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